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Changelog
All notable changes to this project will be documented in this file.
The format is based on Keep a Changelog,
and this project adheres to Semantic Versioning.
Unreleased
1.3.0 - 2020-10-13
Added
	The :log argument to the :trace option.
Add a trace: :log option to your module's use statement,
and every request will be logged with a trace.
The log message even includes a request ID from Plug.RequestId, if you have one. (#4)
	The :decision_tree_overrides argument to Liberator.Resource.
This is an advanced feature that lets users override parts of the decision tree that Liberator evaluates.
Want to change the ordering of some decisions, or add new ones?
This is the way! (#5)
	The :handler_status_overrides argument to Liberator.Resource.
This is an advanced feature that lets users override status codes associated with handlers.
It's mostly useful for those wanting to implement their own new statuses that Liberator doesn't support.
	The :action_followup_overrides argument to Liberator.Resource.
This is an advanced feature that lets users override the functions called immediately after actions.
It's mostly useful for those wanting to implement their own new actions that Liberator doesn't support.

1.2.0 - 2020-10-12
Added
	The 402 Payment Required status,
along with related callbacks payment_required? and
handle_payment_required/1.
	The 451 Unavailable for Legal Reasons status,
along with related callbacks unavailable_for_legal_reasons?/1 and
handle_unavailable_for_legal_reasons/1.
	The 429 Too Many Requests status,
along with related callbacks too_many_requests?/1 and
handle_too_many_requests/1.
If you return a map containing a :retry_after value,
Liberator will use that to set a retry-after header.
	You can also return a :retry_after value from any other decision function,
like service_available?/1, or moved_permanently?/1, for the same effect.
See MDN's docs on the retry-after header
for more information on why you'd want to do this.

Fixed
	Dates in headers are now parsed properly. (#1)

1.1.0 - 2020-10-04
Added
	This changelog!
	The :trace option:
Add trace: :headers to your use Liberator.Resource statement to
get an x-liberator-trace header added to responses,
and see the result of all decisions.
	Compression options: deflate, gzip, and identity.

Changed
	Codecs are now configurable.
Set the :media_types and :encodings map in Liberator's config to add your own codecs.

Removed
	Liberator.Resource no longer calls use Timex, so your context is less polluted.

Fixed
	Better wildcard handling during content negotiation
	Content negotiation actually obeys q-values for priority

1.0.0 - 2020-10-02
Added
	Basic decision tree navigation
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Contributing
Thank you for considering contributing!
I write libraries in my free time and contributions from others help me make great tools.
Following these guidelines helps to communicate that you respect my time,
as the developer managing and developing this open source project.
In return, I should reciprocate that respect in addressing your issue,
assessing changes, and helping you finalize your pull requests.
Questions and pull requests are more than welcome.
I follow Elixir's tenet of bad documentation being a bug,
so if anything is unclear, please file an issue!
Ideally, my answer to your question will be in an update to the docs.
Please note that this project is released with a Contributor Code of Conduct. By participating in this project you agree to abide by its terms.
Working on your first Pull Request? You can learn how from this free series How to Contribute to an Open Source Project on GitHub.
Ground Rules
	Follow the Code of Conduct.
	Keep your commits clear and your pull requests small.
This isn't a big library.
	Run mix format on your files before committing them.
I like clean diffs.
	Run mix credo and resolve anything of yours that comes up.
	Delegate as much as possible to the user, or let them override everything.
	Provide sensible defaults.
If you can use Liberator.Resource in an empty module in an empty Phoenix project,
and make a request that returns 200 OK,
you're doing great.
	Don't pollute the user's context.

Your First Contribution
	Ask questions!
I like writing good documentation, and questions make that work more meaningful.
Use the issue tracker for questions.
There's a questions tag on the issue tracker for that reason.
	Tests are always welcome!
Liberator is a project with a lot of conditional logic,
with a lot of resulting complexity.
	Searching issues or pull requests tagged "help wanted" or "good first issue" are great places to get started.

Getting Started
GitHub makes it really easy to submit pull requests. Just:
	Create your own fork of the code
	Do the changes in your fork
	Submit a pull request

I don't require a CLA or anything like that.
How report a bug
If you find a security vulnerability, do NOT open an issue.
Contact Rosa on keybase.io instead!
In order to determine whether you are dealing with a security issue, ask yourself these two questions:
	Can I access something that's not mine, or something I shouldn't have access to?
	Can I disable something for other people?

If the answer to either of those two questions are "yes",
then you're probably dealing with a security issue.
Note that even if you answer "no" to both questions,
you may still be dealing with a security issue, so if you're unsure,
message me directly.
This project helps developers expose data, but we only want it exposing the correct data!
Please open an issue and
follow the directions in the issue template.
How to suggest a feature or enhancement
The philosopy of this project is to create a small, sharp tool that takes the burden
of the HTTP spec off of the shoulders of developers.
Feature requests and enhancements should stick to this philosophy.
Help me implement the HTTP spec more closely,
or help me do anything that lets developers do more with their valuable time.
Feature requests give meaning to my work.
Open an issue that decribes the feature you'd like to see,
why you need it, and how you'd like it to work.
Code review process
As the primary developer, I will be the one reviewing all pull requests.
I check GitHub almost every day, so you should be able to hear back from me quickly.
However, I only do this in my free time, so please allow me flexibility.
Community
Chat with me on https://gitter.im/liberator-elixir/community.
This is a small project, but I care about the people that care about my work.
I'm also on keybase if you need to message me directly.

If you like this contribution guide, please give a star to Nadia Eghbal's contributing-template project on GitHub.
It was a great help.
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Contributor Covenant Code of Conduct
Our Pledge
We as members, contributors, and leaders pledge to make participation in our
community a harassment-free experience for everyone, regardless of age, body
size, visible or invisible disability, ethnicity, sex characteristics, gender
identity and expression, level of experience, education, socio-economic status,
nationality, personal appearance, race, religion, or sexual identity
and orientation.
We pledge to act and interact in ways that contribute to an open, welcoming,
diverse, inclusive, and healthy community.
Our Standards
Examples of behavior that contributes to a positive environment for our
community include:
	Demonstrating empathy and kindness toward other people
	Being respectful of differing opinions, viewpoints, and experiences
	Giving and gracefully accepting constructive feedback
	Accepting responsibility and apologizing to those affected by our mistakes,
and learning from the experience
	Focusing on what is best not just for us as individuals, but for the
overall community

Examples of unacceptable behavior include:
	The use of sexualized language or imagery, and sexual attention or
advances of any kind
	Trolling, insulting or derogatory comments, and personal or political attacks
	Public or private harassment
	Publishing others' private information, such as a physical or email
address, without their explicit permission
	Other conduct which could reasonably be considered inappropriate in a
professional setting

Enforcement Responsibilities
Community leaders are responsible for clarifying and enforcing our standards of
acceptable behavior and will take appropriate and fair corrective action in
response to any behavior that they deem inappropriate, threatening, offensive,
or harmful.
Community leaders have the right and responsibility to remove, edit, or reject
comments, commits, code, wiki edits, issues, and other contributions that are
not aligned to this Code of Conduct, and will communicate reasons for moderation
decisions when appropriate.
Scope
This Code of Conduct applies within all community spaces, and also applies when
an individual is officially representing the community in public spaces.
Examples of representing our community include using an official e-mail address,
posting via an official social media account, or acting as an appointed
representative at an online or offline event.
Enforcement
Instances of abusive, harassing, or otherwise unacceptable behavior may be
reported to the community leaders responsible for enforcement by sending a
message to Rosa Richter on keybase.io.
All complaints will be reviewed and investigated promptly and fairly.
All community leaders are obligated to respect the privacy and security of the
reporter of any incident.
Enforcement Guidelines
Community leaders will follow these Community Impact Guidelines in determining
the consequences for any action they deem in violation of this Code of Conduct:
1. Correction
Community Impact: Use of inappropriate language or other behavior deemed
unprofessional or unwelcome in the community.
Consequence: A private, written warning from community leaders, providing
clarity around the nature of the violation and an explanation of why the
behavior was inappropriate. A public apology may be requested.
2. Warning
Community Impact: A violation through a single incident or series
of actions.
Consequence: A warning with consequences for continued behavior. No
interaction with the people involved, including unsolicited interaction with
those enforcing the Code of Conduct, for a specified period of time. This
includes avoiding interactions in community spaces as well as external channels
like social media. Violating these terms may lead to a temporary or
permanent ban.
3. Temporary Ban
Community Impact: A serious violation of community standards, including
sustained inappropriate behavior.
Consequence: A temporary ban from any sort of interaction or public
communication with the community for a specified period of time. No public or
private interaction with the people involved, including unsolicited interaction
with those enforcing the Code of Conduct, is allowed during this period.
Violating these terms may lead to a permanent ban.
4. Permanent Ban
Community Impact: Demonstrating a pattern of violation of community
standards, including sustained inappropriate behavior,  harassment of an
individual, or aggression toward or disparagement of classes of individuals.
Consequence: A permanent ban from any sort of public interaction within
the community.
Attribution
This Code of Conduct is adapted from the Contributor Covenant,
version 2.0, available at
https://www.contributor-covenant.org/version/2/0/code_of_conduct.html.
Community Impact Guidelines were inspired by Mozilla's code of conduct
enforcement ladder.
For answers to common questions about this code of conduct, see the FAQ at
https://www.contributor-covenant.org/faq. Translations are available at
https://www.contributor-covenant.org/translations.
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A controller module that understands and respects the HTTP spec.
This module implements a Plug handler that allows an endpoint to comply to the HTTP specification,
and to do so by just answering a few questions.
Define a simple resource like this:
defmodule MyFirstResource do
  use Liberator.Resource

  def handle_ok(_), do: "Hello world!"
end
To add this plug to a Phoenix application, use the Phoenix.Router.forward/4 keyword in your router:
scope "/", MyApp do
  pipe_through [:browser]

  forward "/api/resource", MyFirstResource
end
If you're using another Plug-based framework, use Plug.forward/4 once you've matched on the path:
defmodule Router do
 def init(opts), do: opts

 def call(conn, opts) do
   case conn do
     %{host: "localhost", path_info: ["resources" | rest]} ->
       Plug.forward(conn, rest, MyFirstResource, opts)

     _ ->
       MainRouter.call(conn, opts)
   end
 end
end
There are lots of decisions to be made during content negotiation,
and Liberator lets gives you access to every single one,
but it's also built with sensible defaults that let you quickly build up a controller.
Content Negotiation
These functions return lists of available values during content negotiation.
If the client has an accept header that does not match a value from these lists,
the plug will return a 406 Not Acceptable response, and call handle_not_acceptable/1.
	Function	Default
	allowed_methods/1	["GET", "HEAD"]
	known_methods/1	["GET", "HEAD", "OPTIONS", "PUT", "POST", "DELETE", "PATCH", "TRACE"]
	available_media_types/1	["text/plain", "application/json"]
	available_languages/1	["*"]
	available_charsets/1	["UTF-8"]
	available_encodings/1	["gzip", "deflate","identity"]

Liberator supports a few basic defaults to help you get up and running.
It uses Jason for application/json media responses,
but you can override that, along with the compression handlers.
Just include your custom codecs in config.exs under the :liberator key.
Media type codecs go under :media_types, and compression goes under :encodings.
Here's the default as an example:
config :liberator,
  media_types: %{
    "text/plain" => Liberator.MediaType.TextPlainCodec,
    "application/json" => Jason
  },
  encodings: %{
    "identity" => Liberator.Encoding.Identity,
    "deflate" => Liberator.Encoding.Deflate,
    "gzip" => Liberator.Encoding.Gzip
  }
As long as your codec module implements an encode!/1 function that accepts and returns a response body,
Liberator will call it at the right place in the pipeline.
Implement the Liberator.Codec behaviour for some compile-time assurance that you've implemented the correct function.
defmodule MyXmlCodec do
  @behaviour Liberator.Codec

  @impl true
  def encode!(body) do
    # your cool new functionality here
  end
end
Preconditions
These functions decide the state of preconditon decisions for the request.
Depending on the specific method and request headers,
the plug may return a 412 Precondition Failed response, a 304 Not Modified response,
or may allow another kind of request to continue.
	Function	Default
	last_modified/1	DateTime.utc_now()
	etag/1	nil

Actions
Actions make the necessary changes to the requested entity.
	Function	Description
	initialize/1	Performs any custom initialization you need before the decision tree starts
	delete!/1	Called for DELETE requests
	patch!/1	Called for PATCH requests
	post!/1	Called for POST requests
	put!/1	Called for PUT requests

Handlers
Handlers are called at the very end of the decision tree, and allow you
to return content for rendering to the client.
	Function	Status
	handle_ok/1	200
	handle_options/1	200
	handle_created/1	201
	handle_accepted/1	202
	handle_no_content/1	204
	handle_multiple_representations/1	300
	handle_moved_permanently/1	301
	handle_see_other/1	303
	handle_not_modified/1	304
	handle_moved_temporarily/1	307
	handle_malformed/1	400
	handle_unauthorized/1	401
	handle_forbidden/1	403
	handle_not_found/1	404
	handle_method_not_allowed/1	405
	handle_not_acceptable/1	406
	handle_conflict/1	409
	handle_gone/1	410
	handle_precondition_failed/1	412
	handle_request_entity_too_large/1	413
	handle_uri_too_long/1	414
	handle_unsupported_media_type/1	415
	handle_unprocessable_entity/1	422
	handle_too_many_requests/1	429
	handle_unavailable_for_legal_reasons/1	451
	handle_unknown_method/1	501
	handle_not_implemented/1	501
	handle_service_unavailable/1	503

Decisions
Liberator supports a whole lot of decisions points.
Some of them are needed for next to every resource definition.
Others are seldom used or there is no other sensible implementation.
Return any truthy value for a true response.
If you return a map, Liberator will merge that map with the conn's :assigns map,
allowing you to cache data and do work when it makes sense.
For example, the exists?/1 callback is a great place to fetch your resource,
and you can return it as a map for your later functions to act upon.
	Function	Description	Default
	allowed?/1	Is the user allowed to make this request?	true
	authorized?/1	Is necessary authentication information present?	true
	charset_available?/1	Are any of the requested charsets available? Should assign the :charset variable.	Uses values at available_charsets/1
	can_post_to_gone?/1	Should we process a POST to a resource that previously existed?	false
	can_post_to_missing?/1	Should we process a POST to a resource that does not exist?	true
	can_put_to_missing?/1	Should we process a PUT to a resource that does not exist?	true
	conflict?/1	Does the PUT or POST request result in a conflict?	false
	delete_enacted?/1	Was the delete request finally processed?	true
	encoding_available?/1	Is the requested encoding available? Should assign the :encoding variable.	Uses values at available_encodings/1
	etag_matches_for_if_match?/1	Does the etag of the current resource match the If-Match header?	Uses value generated by etag/1
	etag_matches_for_if_none?/1	Does the etag of the current resource match the If-None-Match header?	Uses value generated by etag/1
	existed?/1	Did the resource exist before?	false
	exists?/1	Does the resource exist?	true
	known_content_type?/1	Is the Content-Type of the body known?	true
	known_method?/1	Is the request method known?	Uses values at known_methods/1
	language_available?/1	Is the requested language available? Should assign the :language variable.	Uses values at available_languages/1
	malformed?/1	Is the request malformed?	false
	media_type_available?/1	Is the requested media type available? Should assign the :media_type variale.	Uses values at available_media_types/1
	method_allowed?/1	Is the request method allowed for this resource?	Uses values at allowed_methods/1
	modified_since?/1	Was the resource modified since the date given in the If-Modified-Since header?	Uses value generated by last_modified/1
	moved_permanently?/1	Was the resource moved permanently?	false
	moved_temporarily?/1	Was the resource moved temporarily?	false
	multiple_representations?/1	Are there multiple representations for this resource?	false
	new?/1	Was the resource created by this request?	true
	payment_required?/1	Is payment required before this request can be processed?	false
	post_enacted?/1	Was the POST request finally processed?	true
	put_enacted?/1	Was the PUT request finally processed?	true
	patch_enacted?/1	Was the PATCH request finally processed?	true
	post_redirect?/1	Should the response redirect after a POST?	false
	put_to_different_url?/1	Should the PUT request be made to a different URL?	false
	processable?/1	Is the request body processable?	true
	too_many_requests?/1	Has the client or user issued too many requests in a period of time?	false
	service_available?/1	Is the service available?	true
	unavailable_for_legal_reasons?/1	Is the resource not available, for legal reasons?	false
	uri_too_long?/1	Is the request URI too long?	false
	valid_content_header?/1	Is the Content-Type of the body valid?	true
	valid_entity_length?/1	Is the length of the body valid?	true

Debugging
For every request, Liberator builds a list of the decisions called and their answers.
You can access this list with the :trace option of your use statement.
Set it to :log for a log message of the full trace.
defmodule MyFirstResource do
  use Liberator.Resource, trace: :log

  def handle_ok(_), do: "Hello world!"
end
You'll get a log message like this:
14:57:04.861 [debug] Liberator trace for request "my-very-specific-request-id" to /:

    1. initialize: nil
    2. service_available?: true
    3. known_method?: true
    4. uri_too_long?: false
    5. method_allowed?: true
    6. malformed?: false
    7. authorized?: true
    8. allowed?: true
    9. too_many_requests?: false
    10. payment_required?: false
    11. valid_content_header?: true
    12. known_content_type?: true
    13. valid_entity_length?: true
    14. is_options?: false
    15. accept_exists?: false
    16. accept_language_exists?: false
    17. accept_charset_exists?: false
    18. accept_encoding_exists?: false
    19. processable?: true
    20. unavailable_for_legal_reasons?: false
    21. exists?: true
    22. if_match_exists?: false
    23. if_unmodified_since_exists?: false
    24. if_none_match_exists?: false
    25. if_modified_since_exists?: false
    26. method_delete?: false
    27. method_patch?: false
    28. post_to_existing?: false
    29. put_to_existing?: false
    30. multiple_representations?: false
    31. handle_ok: nil
Liberator will include the request ID set by the Plug.RequestId plug,
if you have it as part of your pipeline.
Set the :trace option to :headers so you can get the trace as HTTP headers.
defmodule MyFirstResource do
  use Liberator.Resource, trace: :headers

  def handle_ok(_), do: "Hello world!"
end
This will add a header called x-liberator-trace that will show you the entire set of decisions, in the order they were made.
Advanced Overrides
Liberator tries to give you access to as much of the program as possible.
Lots of the guts are open for you to play around in.
You probably won't ever need to mess with this stuff,
but it's there if you need it.
Overriding Decisions
These decision points are used internally by Liberator and provide reasonable defaults.
Overriding is possible, but not useful in general.
	Function	Description
	accept_charset_exists?/1	Checks if header Accept-Charset exists.
	accept_encoding_exists?/1	Checks if header Accept-Encoding exists.
	accept_exists?/1	Checks if header Accept exists.
	accept_language_exists?/1	Checks if header Accept-Language exists.
	if_match_exists?/1	Checks if header If-Match exists.
	if_match_star?/1	Checks if header If-Match is *.
	if_match_star_exists_for_missing?/1	Checks if header If-Match exists for a resource that does not exist.
	if_modified_since_exists?/1	Checks if header If-Modified-Since exists.
	if_modified_since_valid_date?/1	Checks if header If-Modified-Since is a valid HTTP date.
	if_none_match?/1	Checks if the request method to handle failed If-None-Match
	if_none_match_exists?/1	Checks if header If-None-Match exists.
	if_none_match_star?/1	Checks if header If-None-Match is *.
	if_unmodified_since_exists?/1	Checks if header If-Unmodified-Since exists.
	if_unmodified_since_valid_date?/1	Checks if header If-Unmodified-Since is a valid HTTP date.
	is_options?/1	Checks if the request method is OPTIONS
	method_delete?/1	Checks if the request method is DELETE
	method_put?/1	Checks if the request method is PUT
	method_patch?/1	Checks if the request method is PATCH
	post_to_gone?/1	Checks if the request method is POST for resources that do not exist anymore.
	post_to_existing?/1	Checks if the request method is POST for resources that do exist.
	post_to_missing?/1	Checks if the request method is POST for resources that do not exist.
	put_to_existing?/1	Checks if the request method is PUT for a resource that exists.

Adding Decisions
Since version 1.3, you can even override the decision, handler, and action trees.
To override the decision tree, add an option named :decision_tree_overrides into your use statement.
The decision tree is a map of atom -> {atom, atom},
where all three atoms should be function names in the module that called use.
The first element of the tuple is the next function to call if the key function returns true,
and the second element of the tuple is the function to call if the function returns false.
Your argument to :decision_tree_overrides will be merged into the default decision tree.
For example, here's me overriding the first chunk of the decision tree so that the decision uri_too_long?/1 is completely skipped.
That decisions happens right after known_method?/1, so just update that key to call the next decision instead, which is known_method?/1
defmodule LongUrisResource do
  use Liberator.Resource,
    decision_tree_overrides:  %{
      # instead of known_method?: {:uri_too_long?, :handle_unknown_method}
      known_method?: {:method_allowed?, :handle_unknown_method}
    }
end
Every function in the decision matrix needs an entry.
If you're adding a new decision function of your own,
that new decision needs to be in both a result tuple and a key.
Otherwise, Liberator will throw an exception.
Also note that Liberator cannot detect a cycle in your callbacks,
so be careful!
Adding Handlers
To override the handler status, or add your own,
add an option named :handler_status_overrides to your use statement,
with a map of atom -> integer.
The integers are the status codes that Liberator will set before calling the actual handler function.
If you are adding a new status code to Liberator,
you'll also need to set :decision_tree_overrides in order to actually call this new handler,
as well as a functions of those name defined in the module that called use.
Here's an example of adding a handler for a new status code:
defmodule ResourceLikesToParty do
  use Liberator.Resource,
    decision_tree_overrides:  %{
      allowed?: {:likes_to_party?, :handle_forbidden}
      likes_to_party?: {:handle_likes_to_party, :too_many_requests?}
    },
    handler_status_overrides: %{
      handle_likes_to_party: 420
    }
  }

  def likes_to_party?(_conn), do: Enum.random([true, false])
  def handle_likes_to_party(_conn), do: "Hey come party with me sometime."
end
In this example, the likes_to_party?/1 callback is added,
and if that function returns false, it will continue on with the pipeline,
but if it returns true, then it will call the new handle_likes_to_party/1 callback,
and set the status code to 420.
Adding Actions
Finally, you can override actions as well.
The option is called :action_followup_overrides,
and is a map of atom -> atom,
where both atoms are functions defined in the module that called use.
The first atom is the name of the handler function, like post!/1 or delete!/1.
The second atom is the function that will be called immediately after the action.
Say you're implementing a WebDAV server using Liberator,
and you want to add your own COPY decision, action, and handler.
By overriding some internals, this is how you'd do it,
and still have the power of the decision tree on your side!
defmodule WebDavResource do
  use Liberator.Resource,
    decision_tree_overrides:  %{
      method_delete?: {:delete!, :method_copy?}
      method_copy?: {:lock_token_valid?, :method_patch?}
      lock_token_valid?: {:copy!, :handle_locked}
    },
    handler_status_overrides: %{
      handle_locked: 423
    },
    action_followup_overrides: %{
      copy!: :respond_with_entity?
    }
  }

  @impl true
  def available_media_types(_), do: ["application/xml"]

  @impl true
  def allowed_methods(_), do: ["COPY"]

  @impl true
  def known_methods(_), do: ["GET", "HEAD", "OPTIONS", "PUT", "POST", "DELETE", "PATCH", "TRACE", "COPY"]

  def lock_token_valid?(conn), do: MyWebDavBackend.lock_token_valid?(conn)
  def copy!(conn), do: MyWebDavBackend.copy(conn)
  def handle_locked(_conn), do: "Resource Locked"
end
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    call(conn, opts)

  


    Callback implementation for Plug.call/2.






  
    init(opts)

  


    Callback implementation for Plug.init/1.
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    accept_charset_exists?(arg1)

  


    Check if the Accept-Charset header exists.






  
    accept_encoding_exists?(arg1)

  


    Check if the Accept-Encoding header exists.






  
    accept_exists?(arg1)

  


    Check if the Accept header exists.






  
    accept_language_exists?(arg1)

  


    Check if the Accept-Language header exists.






  
    allowed?(arg1)

  


    Check the authentication information in the request to see if it has the necessary permissions.






  
    allowed_methods(arg1)

  


    Returns a list of HTTP methods that this module serves.






  
    authorized?(arg1)

  


    Check for presence ofauthentication information in the request.






  
    available_charsets(arg1)

  


    Returns a list of available content charsets.






  
    available_encodings(arg1)

  


    Returns a list of available response content encodings (AKA compressions).






  
    available_languages(arg1)

  


    Returns a list of available languages.






  
    available_media_types(arg1)

  


    Returns a list of content types that this module serves.






  
    can_post_to_gone?(arg1)

  


    Decide if we can process a POST to a resource that existed before, or return a 410 Gone response.






  
    can_post_to_missing?(arg1)

  


    Check if we can process a post to a resource that does not exist,
or if we should send a 404 Not Found response.






  
    can_put_to_missing?(arg1)

  


    Decide if we can PUT to a resource that does not exist, or return 501 Not Implemented.






  
    charset_available?(arg1)

  


    Check of the requested charset is available.






  
    conflict?(arg1)

  


    Does the PUT or POST request result in a conflict?






  
    delete!(arg1)

  


    Called for DELETE requests.






  
    delete_enacted?(arg1)

  


    Check if the DELETE request was processed.
Return false here if the request was put on some processing queue and the
delete was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.






  
    encoding_available?(arg1)

  


    Check of the requested encoding is available.






  
    etag(arg1)

  


    Returns the etag for the current entity.






  
    etag_matches_for_if_match?(arg1)

  


    Check if the etag for the current resource matches the value in the If-Match header.






  
    etag_matches_for_if_none?(arg1)

  


    Check if the etag of the current resource matches the If-Match-None header.






  
    existed?(arg1)

  


    Check if the resource ever existed.






  
    exists?(arg1)

  


    Check if the requested entity exists.






  
    handle_accepted(arg1)

  


    Returns content for a 202 Accepted response.






  
    handle_conflict(arg1)

  


    Returns content for a 409 Conflict response.






  
    handle_created(arg1)

  


    Returns content for a 201 Created response.






  
    handle_forbidden(arg1)

  


    Returns content for a 403 Forbidden response.






  
    handle_gone(arg1)

  


    Returns content for a 410 Gone response.






  
    handle_malformed(arg1)

  


    Returns content for a 400 Malformed response.






  
    handle_method_not_allowed(arg1)

  


    Returns content for a 405 Method Not Allowed response.






  
    handle_moved_permanently(arg1)

  


    Returns content for a 301 Moved Permanently response.






  
    handle_moved_temporarily(arg1)

  


    Returns content for a 307 Moved Permanently response.






  
    handle_multiple_representations(arg1)

  


    Returns content for a 300 Multiple Representations response.






  
    handle_no_content(arg1)

  


    Returns content for a 204 No Content response.






  
    handle_not_acceptable(arg1)

  


    Returns content for a 406 Not Acceptable response.






  
    handle_not_found(arg1)

  


    Returns content for a 404 Not Found response.






  
    handle_not_implemented(arg1)

  


    Returns content for a 501 Not Implemented response.






  
    handle_not_modified(arg1)

  


    Returns content for a 304 Not Modified response.






  
    handle_ok(arg1)

  


    Returns content for a 200 OK response.






  
    handle_options(arg1)

  


    Returns content for a 200 OK response to an OPTIONS request.






  
    handle_payment_required(arg1)

  


    Returns content for a 402 Payment Required response.






  
    handle_precondition_failed(arg1)

  


    Returns content for a 412 Precondition Failed response.






  
    handle_request_entity_too_large(arg1)

  


    Returns content for a 413 Entity Too Large response.






  
    handle_see_other(arg1)

  


    Returns content for a 303 See Other response.






  
    handle_service_unavailable(arg1)

  


    Returns content for a 503 Service Unavailable response.






  
    handle_too_many_requests(arg1)

  


    Returns content for a 429 Too Many Requests response.






  
    handle_unauthorized(arg1)

  


    Returns content for a 401 Unauthorized response.






  
    handle_unavailable_for_legal_reasons(arg1)

  


    Returns content for a 451 Unavailable for Legal Reasons response.






  
    handle_unknown_method(arg1)

  


    Returns content for a 501 Unknown Method response.






  
    handle_unprocessable_entity(arg1)

  


    Returns content for a 422 Unprocesable Entity response.






  
    handle_unsupported_media_type(arg1)

  


    Returns content for a 415 Unsuppported Media Type response.






  
    handle_uri_too_long(arg1)

  


    Returns content for a 414 URI Too Long response.






  
    if_match_exists?(arg1)

  


    Check if the If-Match header exists.






  
    if_match_star?(arg1)

  


    Check if the If-Match header is  *.






  
    if_match_star_exists_for_missing?(arg1)

  


    Check if the If-Match * header exists for a resource that does not exist.






  
    if_modified_since_exists?(arg1)

  


    Check if the If-Modified-Since header exists.






  
    if_modified_since_valid_date?(arg1)

  


    Check if the If-Modified-Since header is a valid HTTP date.






  
    if_none_match?(arg1)

  


    Check if the request method to handle failed if-none-match.






  
    if_none_match_exists?(arg1)

  


    Check if the If-None-Match header exists.






  
    if_none_match_star?(arg1)

  


    Check if the If-None-Match header is *.






  
    if_unmodified_since_exists?(arg1)

  


    Check if the If-Unmodified-Since header exists.






  
    if_unmodified_since_valid_date?(arg1)

  


    Check if the If-Unmodified-Since header is a valid HTTP date.






  
    initialize(arg1)

  


    A hook invoked at the beginning of the decision tree to set up anything you may need.






  
    is_options?(arg1)

  


    Check if the request method is Options.






  
    known_content_type?(arg1)

  


    Check if the Content-Type of the body is known.






  
    known_method?(arg1)

  


    Check of the HTTP method in the request is one we know about.






  
    known_methods(arg1)

  


    Returns a list of HTTP methods that exist.






  
    language_available?(arg1)

  


    Check if the requested language is available.






  
    last_modified(arg1)

  


    Returns the last modified date of your resource.






  
    malformed?(arg1)

  


    Check the request for general adherence to some form.






  
    media_type_available?(arg1)

  


    Check if the request media type is available.






  
    method_allowed?(arg1)

  


    Check if the server supports the request's HTTP method.






  
    method_delete?(arg1)

  


    Check if the request method is DELETE.






  
    method_patch?(arg1)

  


    Check if the request method is PATCH.






  
    method_post?(arg1)

  


    Check if the request method is POST.






  
    method_put?(arg1)

  


    Check if the request method is PUT.






  
    modified_since?(arg1)

  


    Checks if the resource was modified since the date given in the If-Modified-Since header.






  
    moved_permanently?(arg1)

  


    Check if the resource was moved permanently.






  
    moved_temporarily?(arg1)

  


    Check if the resource was moved temporarily.






  
    multiple_representations?(arg1)

  


    Check if there are multiple representations of the resource.






  
    new?(arg1)

  


    Was the resource created by this request?






  
    patch!(arg1)

  


    Called for PATCH requests.






  
    patch_enacted?(arg1)

  


    Check if the PATCH request was processed.
Return false here if the request was put on some processing queue and the
patch was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.






  
    payment_required?(arg1)

  


    Check to see if payment is required for this resource.






  
    post!(arg1)

  


    Called for POST requests.






  
    post_enacted?(arg1)

  


    Check if the POST request was processed.
Return false here if the request was put on some processing queue and the
post was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.






  
    post_redirect?(arg1)

  


    Decide if the response should redirect after a POST.






  
    post_to_existing?(arg1)

  


    Check if the request method is POST for a resource that already exists.






  
    post_to_gone?(arg1)

  


    Check if the request method is POST for resources that do not exist anymore.






  
    post_to_missing?(arg1)

  


    Check if the request method is POST to a resource that doesn't exist.






  
    processable?(arg1)

  


    Check if the body of the request can be processed.






  
    put!(arg1)

  


    Called for PUT requests.






  
    put_enacted?(arg1)

  


    Check if the PUT request was processed.
Return false here if the request was put on some processing queue and the
put was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.






  
    put_to_different_url?(arg1)

  


    Decide if a PUT request should be made to a different URL.






  
    put_to_existing?(arg1)

  


    Check if the request method is a PUT for a resource that already exists.






  
    respond_with_entity?(arg1)

  


    Should the response contain a representation of the resource?






  
    service_available?(arg1)

  


    Check if your service is available.






  
    too_many_requests?(arg1)

  


    Check to see if the client has performed too many requests.
Used as part of a rate limiting scheme.






  
    unavailable_for_legal_reasons?(arg1)

  


    Check if the resource is no longer available, for legal reasons.






  
    unmodified_since?(arg1)

  


    Checks if the resource was not modified since the date given in the If-Unmodified-Since header.






  
    uri_too_long?(arg1)

  


    Checks the length of the URI.






  
    valid_content_header?(arg1)

  


    Check if the Content-Type of the body is valid.






  
    valid_entity_length?(arg1)

  


    Check if the length of the body is valid.






  


      


      
        
          
            
            Anchor for this section
          
Functions
        

        


  
    
      
      Link to this function
    
    call(conn, opts)


      
       
       View Source
     


  


  

Callback implementation for Plug.call/2.

  



  
    
      
      Link to this function
    
    init(opts)


      
       
       View Source
     


  


  

Callback implementation for Plug.init/1.

  


        

      

      
        
          
            
            Anchor for this section
          
Callbacks
        

        


  
    
      
      Link to this callback
    
    accept_charset_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          accept_charset_exists?(Plug.Conn.t()) :: true | false


      


Check if the Accept-Charset header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    accept_encoding_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          accept_encoding_exists?(Plug.Conn.t()) :: true | false


      


Check if the Accept-Encoding header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    accept_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          accept_exists?(Plug.Conn.t()) :: true | false


      


Check if the Accept header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    accept_language_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          accept_language_exists?(Plug.Conn.t()) :: true | false


      


Check if the Accept-Language header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    allowed?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          allowed?(Plug.Conn.t()) :: true | false


      


Check the authentication information in the request to see if it has the necessary permissions.
Note the difference between authorized?/1 and allowed?/1.
This function checks if the given request is allowed to perform an action,
but isn't responsible for checking the presence of authentication information in the first place.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    allowed_methods(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          allowed_methods(Plug.Conn.t()) :: list()


      


Returns a list of HTTP methods that this module serves.
The methods returned by this function should be upper-case strings, like "GET", "POST", etc.

  



  
    
      
      Link to this callback
    
    authorized?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          authorized?(Plug.Conn.t()) :: true | false


      


Check for presence ofauthentication information in the request.
Note the difference between authorized?/1 and allowed?/1.
This function should just check for the presence of authentication information,
not the content of it.
If you implement this function to return false, your response in handle_unauthorized
must include a WWW-Authenticate header field containing a challenge applicable to the requested resource.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    available_charsets(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          available_charsets(Plug.Conn.t()) :: list()


      


Returns a list of available content charsets.
By default, only UTF-8 is supported.

  



  
    
      
      Link to this callback
    
    available_encodings(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          available_encodings(Plug.Conn.t()) :: list()


      


Returns a list of available response content encodings (AKA compressions).
By default, only identity (no compression) is supported.

  



  
    
      
      Link to this callback
    
    available_languages(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          available_languages(Plug.Conn.t()) :: list()


      


Returns a list of available languages.

  



  
    
      
      Link to this callback
    
    available_media_types(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          available_media_types(Plug.Conn.t()) :: list()


      


Returns a list of content types that this module serves.
The types returned by this function should be valid MIME types, like text/plain, application/json, etc.

  



  
    
      
      Link to this callback
    
    can_post_to_gone?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          can_post_to_gone?(Plug.Conn.t()) :: true | false


      


Decide if we can process a POST to a resource that existed before, or return a 410 Gone response.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    can_post_to_missing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          can_post_to_missing?(Plug.Conn.t()) :: true | false


      


Check if we can process a post to a resource that does not exist,
or if we should send a 404 Not Found response.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    can_put_to_missing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          can_put_to_missing?(Plug.Conn.t()) :: true | false


      


Decide if we can PUT to a resource that does not exist, or return 501 Not Implemented.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    charset_available?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          charset_available?(Plug.Conn.t()) :: true | false


      


Check of the requested charset is available.
By default, uses the values returned by available_charsets/1.

  



  
    
      
      Link to this callback
    
    conflict?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          conflict?(Plug.Conn.t()) :: true | false


      


Does the PUT or POST request result in a conflict?

  



  
    
      
      Link to this callback
    
    delete!(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          delete!(Plug.Conn.t()) :: any()


      


Called for DELETE requests.

  



  
    
      
      Link to this callback
    
    delete_enacted?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          delete_enacted?(Plug.Conn.t()) :: true | false


      


Check if the DELETE request was processed.
Return false here if the request was put on some processing queue and the
delete was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    encoding_available?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          encoding_available?(Plug.Conn.t()) :: true | false


      


Check of the requested encoding is available.
By default, uses the values returned by available_encodings/1.

  



  
    
      
      Link to this callback
    
    etag(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          etag(Plug.Conn.t()) :: String.t()


      


Returns the etag for the current entity.
This value will be used to respond to caching headers like If-None-Match.

  



  
    
      
      Link to this callback
    
    etag_matches_for_if_match?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          etag_matches_for_if_match?(Plug.Conn.t()) :: true | false


      


Check if the etag for the current resource matches the value in the If-Match header.
By default, checks the header against the value returned by etag/1.

  



  
    
      
      Link to this callback
    
    etag_matches_for_if_none?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          etag_matches_for_if_none?(Plug.Conn.t()) :: true | false


      


Check if the etag of the current resource matches the If-Match-None header.
By default, checks the header against the value returned by etag/1.

  



  
    
      
      Link to this callback
    
    existed?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          existed?(Plug.Conn.t()) :: true | false


      


Check if the resource ever existed.
Answering true here will lead you down the path that leads to
responses like "Moved Permanently" and "Gone", among othes.

  



  
    
      
      Link to this callback
    
    exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          exists?(Plug.Conn.t()) :: true | false


      


Check if the requested entity exists.
This is a great place to actually fetch the requested resource,
then return it as a map so it can be merged into the :assigns map of the request.
Returning false here will cause the plug to return a 404 Not Found response.

  



  
    
      
      Link to this callback
    
    handle_accepted(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_accepted(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 202 Accepted response.

  



  
    
      
      Link to this callback
    
    handle_conflict(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_conflict(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 409 Conflict response.

  



  
    
      
      Link to this callback
    
    handle_created(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_created(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 201 Created response.

  



  
    
      
      Link to this callback
    
    handle_forbidden(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_forbidden(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 403 Forbidden response.

  



  
    
      
      Link to this callback
    
    handle_gone(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_gone(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 410 Gone response.

  



  
    
      
      Link to this callback
    
    handle_malformed(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_malformed(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 400 Malformed response.

  



  
    
      
      Link to this callback
    
    handle_method_not_allowed(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_method_not_allowed(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 405 Method Not Allowed response.

  



  
    
      
      Link to this callback
    
    handle_moved_permanently(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_moved_permanently(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 301 Moved Permanently response.

  



  
    
      
      Link to this callback
    
    handle_moved_temporarily(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_moved_temporarily(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 307 Moved Permanently response.

  



  
    
      
      Link to this callback
    
    handle_multiple_representations(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_multiple_representations(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 300 Multiple Representations response.

  



  
    
      
      Link to this callback
    
    handle_no_content(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_no_content(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 204 No Content response.

  



  
    
      
      Link to this callback
    
    handle_not_acceptable(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_not_acceptable(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 406 Not Acceptable response.

  



  
    
      
      Link to this callback
    
    handle_not_found(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_not_found(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 404 Not Found response.

  



  
    
      
      Link to this callback
    
    handle_not_implemented(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_not_implemented(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 501 Not Implemented response.

  



  
    
      
      Link to this callback
    
    handle_not_modified(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_not_modified(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 304 Not Modified response.

  



  
    
      
      Link to this callback
    
    handle_ok(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_ok(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 200 OK response.

  



  
    
      
      Link to this callback
    
    handle_options(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_options(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 200 OK response to an OPTIONS request.

  



  
    
      
      Link to this callback
    
    handle_payment_required(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          handle_payment_required(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 402 Payment Required response.
Please note that the 402 status code is experimental, and is "reserved for future use."

  



  
    
      
      Link to this callback
    
    handle_precondition_failed(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_precondition_failed(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 412 Precondition Failed response.

  



  
    
      
      Link to this callback
    
    handle_request_entity_too_large(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_request_entity_too_large(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 413 Entity Too Large response.

  



  
    
      
      Link to this callback
    
    handle_see_other(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_see_other(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 303 See Other response.

  



  
    
      
      Link to this callback
    
    handle_service_unavailable(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_service_unavailable(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 503 Service Unavailable response.

  



  
    
      
      Link to this callback
    
    handle_too_many_requests(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          handle_too_many_requests(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 429 Too Many Requests response.
For more information on this response type, see RFC 6585, section 4.

  



  
    
      
      Link to this callback
    
    handle_unauthorized(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_unauthorized(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 401 Unauthorized response.

  



  
    
      
      Link to this callback
    
    handle_unavailable_for_legal_reasons(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          handle_unavailable_for_legal_reasons(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 451 Unavailable for Legal Reasons response.
For more information on this response type, see RFC 7725.

  



  
    
      
      Link to this callback
    
    handle_unknown_method(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_unknown_method(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 501 Unknown Method response.

  



  
    
      
      Link to this callback
    
    handle_unprocessable_entity(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_unprocessable_entity(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 422 Unprocesable Entity response.

  



  
    
      
      Link to this callback
    
    handle_unsupported_media_type(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_unsupported_media_type(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 415 Unsuppported Media Type response.

  



  
    
      
      Link to this callback
    
    handle_uri_too_long(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          handle_uri_too_long(Plug.Conn.t()) :: Plug.Conn.t()


      


Returns content for a 414 URI Too Long response.

  



  
    
      
      Link to this callback
    
    if_match_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_match_exists?(Plug.Conn.t()) :: true | false


      


Check if the If-Match header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_match_star?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_match_star?(Plug.Conn.t()) :: true | false


      


Check if the If-Match header is  *.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_match_star_exists_for_missing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_match_star_exists_for_missing?(Plug.Conn.t()) :: true | false


      


Check if the If-Match * header exists for a resource that does not exist.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_modified_since_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_modified_since_exists?(Plug.Conn.t()) :: true | false


      


Check if the If-Modified-Since header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_modified_since_valid_date?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_modified_since_valid_date?(Plug.Conn.t()) :: true | false


      


Check if the If-Modified-Since header is a valid HTTP date.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_none_match?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_none_match?(Plug.Conn.t()) :: true | false


      


Check if the request method to handle failed if-none-match.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_none_match_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_none_match_exists?(Plug.Conn.t()) :: true | false


      


Check if the If-None-Match header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_none_match_star?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_none_match_star?(Plug.Conn.t()) :: true | false


      


Check if the If-None-Match header is *.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_unmodified_since_exists?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_unmodified_since_exists?(Plug.Conn.t()) :: true | false


      


Check if the If-Unmodified-Since header exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    if_unmodified_since_valid_date?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          if_unmodified_since_valid_date?(Plug.Conn.t()) :: true | false


      


Check if the If-Unmodified-Since header is a valid HTTP date.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    initialize(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          initialize(Plug.Conn.t()) :: any()


      


A hook invoked at the beginning of the decision tree to set up anything you may need.
You can return a map here and it will be merged with the given conn's :assigns map.

  



  
    
      
      Link to this callback
    
    is_options?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          is_options?(Plug.Conn.t()) :: true | false


      


Check if the request method is Options.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    known_content_type?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          known_content_type?(Plug.Conn.t()) :: true | false


      


Check if the Content-Type of the body is known.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    known_method?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          known_method?(Plug.Conn.t()) :: true | false


      


Check of the HTTP method in the request is one we know about.
This is different from allowed_methods/1 in that this function
checks to see if the given HTTP method is an HTTP method at all.
You probably want to override allowed_methods/1 and not this one,
unless you're extending HTTP with more verbs.
If this function returns false, then the plug will return a 501 Unknown Method response.
By default, allows the methods returned by known_methods/1.

  



  
    
      
      Link to this callback
    
    known_methods(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          known_methods(Plug.Conn.t()) :: list()


      


Returns a list of HTTP methods that exist.
Note that this is to filter bad HTTP requests, not to filter requests that your endpoint does not serve.
You probably want to implement allowed_methods/1 instead.
The methods returned by this function should be upper-case strings, like "GET", "POST", etc.

  



  
    
      
      Link to this callback
    
    language_available?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          language_available?(Plug.Conn.t()) :: true | false


      


Check if the requested language is available.
By default, uses the values returned by available_languages/1.

  



  
    
      
      Link to this callback
    
    last_modified(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          last_modified(Plug.Conn.t()) :: DateTime.t()


      


Returns the last modified date of your resource.
This value will be used to respond to caching headers like If-Modified-Since.

  



  
    
      
      Link to this callback
    
    malformed?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          malformed?(Plug.Conn.t()) :: true | false


      


Check the request for general adherence to some form.
If this function returns false, then the plug will return a 400 Malformed response.
If you're checking the body of a request against some schema,
you should override processable?/1 instead.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    media_type_available?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          media_type_available?(Plug.Conn.t()) :: true | false


      


Check if the request media type is available.
By default, uses the values returned by available_media_types/1.

  



  
    
      
      Link to this callback
    
    method_allowed?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          method_allowed?(Plug.Conn.t()) :: true | false


      


Check if the server supports the request's HTTP method.
Override allowed_methods/1 instead of this function to let this plug perform the check for you.
By default, allows the methods returned by allowed_methods/1.

  



  
    
      
      Link to this callback
    
    method_delete?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          method_delete?(Plug.Conn.t()) :: true | false


      


Check if the request method is DELETE.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    method_patch?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          method_patch?(Plug.Conn.t()) :: true | false


      


Check if the request method is PATCH.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    method_post?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          method_post?(Plug.Conn.t()) :: true | false


      


Check if the request method is POST.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    method_put?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          method_put?(Plug.Conn.t()) :: true | false


      


Check if the request method is PUT.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    modified_since?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          modified_since?(Plug.Conn.t()) :: true | false


      


Checks if the resource was modified since the date given in the If-Modified-Since header.
By default, checks the header against the value returned by last_modified/1.

  



  
    
      
      Link to this callback
    
    moved_permanently?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          moved_permanently?(Plug.Conn.t()) :: true | false


      


Check if the resource was moved permanently.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    moved_temporarily?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          moved_temporarily?(Plug.Conn.t()) :: true | false


      


Check if the resource was moved temporarily.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    multiple_representations?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          multiple_representations?(Plug.Conn.t()) :: true | false


      


Check if there are multiple representations of the resource.

  



  
    
      
      Link to this callback
    
    new?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          new?(Plug.Conn.t()) :: true | false


      


Was the resource created by this request?

  



  
    
      
      Link to this callback
    
    patch!(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          patch!(Plug.Conn.t()) :: any()


      


Called for PATCH requests.

  



  
    
      
      Link to this callback
    
    patch_enacted?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          patch_enacted?(Plug.Conn.t()) :: true | false


      


Check if the PATCH request was processed.
Return false here if the request was put on some processing queue and the
patch was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    payment_required?(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          payment_required?(Plug.Conn.t()) :: true | false


      


Check to see if payment is required for this resource.
If this function returns true, then the plug will return a 402 Payment Required response.
Please note that the 402 status code is experimental, and is "reserved for future use."
By default, always returns false.

  



  
    
      
      Link to this callback
    
    post!(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post!(Plug.Conn.t()) :: any()


      


Called for POST requests.

  



  
    
      
      Link to this callback
    
    post_enacted?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post_enacted?(Plug.Conn.t()) :: true | false


      


Check if the POST request was processed.
Return false here if the request was put on some processing queue and the
post was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    post_redirect?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post_redirect?(Plug.Conn.t()) :: true | false


      


Decide if the response should redirect after a POST.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    post_to_existing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post_to_existing?(Plug.Conn.t()) :: true | false


      


Check if the request method is POST for a resource that already exists.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    post_to_gone?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post_to_gone?(Plug.Conn.t()) :: true | false


      


Check if the request method is POST for resources that do not exist anymore.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    post_to_missing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          post_to_missing?(Plug.Conn.t()) :: true | false


      


Check if the request method is POST to a resource that doesn't exist.
Used internally; it is not advised to override this function.

  



  
    
      
      Link to this callback
    
    processable?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          processable?(Plug.Conn.t()) :: true | false


      


Check if the body of the request can be processed.
This is a good place to parse a JSON body if that's what you're doing.
Returning false here would cause the plug to return a 422 Unprocessable response.

  



  
    
      
      Link to this callback
    
    put!(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          put!(Plug.Conn.t()) :: any()


      


Called for PUT requests.

  



  
    
      
      Link to this callback
    
    put_enacted?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          put_enacted?(Plug.Conn.t()) :: true | false


      


Check if the PUT request was processed.
Return false here if the request was put on some processing queue and the
put was not actually enacted yet.
Returning false here would return a 202 Accepted instead of some other response.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    put_to_different_url?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          put_to_different_url?(Plug.Conn.t()) :: true | false


      


Decide if a PUT request should be made to a different URL.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    put_to_existing?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          put_to_existing?(Plug.Conn.t()) :: true | false


      


Check if the request method is a PUT for a resource that already exists.

  



  
    
      
      Link to this callback
    
    respond_with_entity?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          respond_with_entity?(Plug.Conn.t()) :: true | false


      


Should the response contain a representation of the resource?

  



  
    
      
      Link to this callback
    
    service_available?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          service_available?(Plug.Conn.t()) :: true | false


      


Check if your service is available.
This is the first function called in the entire pipeline,
and lets you check to make sure everything works before going deeper.
If this function returns false, then the plug will return a 503 Service Not Available response.
If this function returns a map containing a value called :retry_after,
Liberator will put this value into a retry-after header,
Some crawlers and spiders honor this value,
so they will not bother you while you're down,
and will continue to index your site afterward.
See MDN's docs on the retry-after header
for more information.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    too_many_requests?(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          too_many_requests?(Plug.Conn.t()) :: true | false


      


Check to see if the client has performed too many requests.
Used as part of a rate limiting scheme.
If you return a map containing a :retry_after key,
then the response's retry-after header will be automatically set.
The value of this key can be either an Elixir DateTime object,
a String HTTP date, or an integer of seconds.
All of these values tell the client when they can attempt their request again.
Note that if you provide a String for this value,
it should be formatted as an HTTP date.
If you do return map with the key :retry_after set,
and its value is not a DateTime, integer, or valid String,
then Liberator will raise an exception.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    unavailable_for_legal_reasons?(arg1)


      
       
       View Source
     


      (since 1.2)

  


  

      Specs

      

          unavailable_for_legal_reasons?(Plug.Conn.t()) :: true | false


      


Check if the resource is no longer available, for legal reasons.
If this function returns true,
then the plug will return a 451 Unavailable for Legal Reasons response.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    unmodified_since?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          unmodified_since?(Plug.Conn.t()) :: true | false


      


Checks if the resource was not modified since the date given in the If-Unmodified-Since header.
By default, checks the header against the value returned by last_modified/1.

  



  
    
      
      Link to this callback
    
    uri_too_long?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          uri_too_long?(Plug.Conn.t()) :: true | false


      


Checks the length of the URI.
If this function returns true, then the plug will return a 414 URI Too Long response.
By default, always returns false.

  



  
    
      
      Link to this callback
    
    valid_content_header?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          valid_content_header?(Plug.Conn.t()) :: true | false


      


Check if the Content-Type of the body is valid.
By default, always returns true.

  



  
    
      
      Link to this callback
    
    valid_entity_length?(arg1)


      
       
       View Source
     


      (since 1.0)

  


  

      Specs

      

          valid_entity_length?(Plug.Conn.t()) :: true | false


      


Check if the length of the body is valid.
By default, always returns true.

  


        

      


  

  
    
    Liberator.Codec - liberator v1.3.0
    
    

    


  
  

    
Liberator.Codec behaviour
    



      
A behaviour module for media type and compression codecs.
Liberator uses this behaviour to help make sure at compile-time that codecs will be called successfully.
Include it in your own module for the same peace of mind.

      


      
        
          
            
            Anchor for this section
          
          Summary
        


  
    
      Callbacks
    


  
    encode!(binary)

  


    Encode a binary into an encoded form, and raises if there's an error.






  


      


      
        
          
            
            Anchor for this section
          
Callbacks
        

        


  
    
      
      Link to this callback
    
    encode!(binary)


      
       
       View Source
     


  


  

      Specs

      

          encode!(binary()) :: binary()


      


Encode a binary into an encoded form, and raises if there's an error.

  


        

      


  

  
    
    Liberator.Encoding.Deflate - liberator v1.3.0
    
    

    


  
  

    
Liberator.Encoding.Deflate
    



      
An implementation of the deflate compression used in HTTP.

      




  

  
    
    Liberator.Encoding.Gzip - liberator v1.3.0
    
    

    


  
  

    
Liberator.Encoding.Gzip
    



      
An implementation of the gzip compression used in HTTP.

      




  

  
    
    Liberator.Encoding.Identity - liberator v1.3.0
    
    

    


  
  

    
Liberator.Encoding.Identity
    



      
An implementation of the identity compression used in HTTP.
That is to say, a no-op function that returns its argument.

      




  

  
    
    Liberator.MediaType.TextPlainCodec - liberator v1.3.0
    
    

    


  
  

    
Liberator.MediaType.TextPlainCodec
    



      
An implementation of a text/plain encoder for HTTP.
That is to say, a no-op that returns its argument.

      




  

  
    
    Liberator.Trace - liberator v1.3.0
    
    

    


  
  

    
Liberator.Trace
    



      
Decision tracing functions.

      


      
        
          
            
            Anchor for this section
          
          Summary
        


  
    
      Functions
    


  
    get_trace(conn)

  


    Get the log of all decisions made on the given conn.






  
    headers(trace)

  


    Get a list of tuples for the x-liberator-trace header,
based on the given trace.






  
    log(trace, request_path, request_id \\ nil)

  


    Log a message containing the given trace,
along with its request path and optional request ID.






  


      


      
        
          
            
            Anchor for this section
          
Functions
        

        


  
    
      
      Link to this function
    
    get_trace(conn)


      
       
       View Source
     


      (since 1.1)

  


  

Get the log of all decisions made on the given conn.

  



  
    
      
      Link to this function
    
    headers(trace)


      
       
       View Source
     


      (since 1.3)

  


  

Get a list of tuples for the x-liberator-trace header,
based on the given trace.

  



    

  
    
      
      Link to this function
    
    log(trace, request_path, request_id \\ nil)


      
       
       View Source
     


      (since 1.3)

  


  

Log a message containing the given trace,
along with its request path and optional request ID.
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